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What we know

The beginnings
Program Slicing
MARK WEISER

Abstract—Program slicing is a method for automatically decomposing programs by analyzing their data flow and control flow. Starting from a subset of a program's behavior, slicing produces a minimal form from which one can produce the behavior. The reduced program, called a "slice," is an independent program guaranteed to represent faithfully the original program within the domain of the specified subset of behavior.

Some properties of slices are presented. In particular, finding non-monotonic slices is in general unsolvable, but using data flow analysis and sufficient slicing can find approximate slices. Potential applications include automatic slicing tools for debugging and parallel processing of slices.

DEFINITIONS
This section considers programs without procedure calls. Procedures are discussed later. The first few definitions review the standard definitions of digraph, flowgraph, and computation in terms of state trajectory. Finally, a slice is defined as preserving certain projections from state trajectories. The next few definitions simply establish a terminology for graphs, and restrict attention to programs whose control structure is single-entry single-exit ("hammock graphs").

Definition: A digraph is a structure \((V, E)\), where \(V \) is a set

ness shows up in testing, parallel processor distribution, maintenance, and especially debugging. A previous study showed experienced programmers mentally slicing while debugging, based on an informal definition of slice [22]. Our concern here is with 1) a formal definition of slices and their abstraction
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There have been workshops

• International Workshop on Program Debugging IWPD (2010-2017)
... And tools
Welcome to the T.J. Watson Libraries for Analysis (WALA)

The T. J. Watson Libraries for Analysis (WALA) provide static analysis capabilities for Java bytecode and related languages and for JavaScript. The system is licensed under the Eclipse Public License, which has been approved by the OSI (Open Source Initiative) as a fully certified open source license. The initial WALA infrastructure was independently developed as part of the DOMO research project at the IBM T.J. Watson Research Center. In 2006, IBM donated the software to the community.

For recent updates on WALA, join the mailing list, follow WALA on Twitter or Google+.

Core WALA Features

WALA features include:

- Java type system and class hierarchy analysis
- Source language framework supporting Java and JavaScript
- Interprocedural dataflow analysis (RHS solver)
- Context-sensitive tabulation-based slicer
**JSlice**

Latest version: 2.0 (April 15, 2008)

**JSlice** is dynamic slicing tool for Java programs. It collects and analyzes an execution trace (for slicing) in a compressed form.

- **What is dynamic slicing?**
  
  Dynamic slicing is a technique for program debugging and understanding. Given a program $P$, the programmer provides a slicing criterion of the form $(I, L, V)$, where $I$ is a program input, $L$ is a set of some statement instances during execution of program $P$ with input $I$, and $V$ is a set of variables referenced by $L$. The purpose of slicing is to find out statements in $P$ which have affected the values of $V$ at $L$ during execution, via dynamic control or data dependencies. So, if during program execution, the values of $V$ at $L$ were "unexpected", the corresponding slice can be inspected to explain the reason for the unexpected values. More on dynamic slicing can be found in research paper [2].

- **Why collect, and analyze an execution trace in compressed form?**
  
  Dynamic slicing is performed on an execution trace by detecting dynamic control and data dependencies. However, the size of an execution trace may be huge. Consequently, it is important to compactly represent the execution trace and perform program analysis (e.g. dynamic slicing) over the compact representation.

- **How does the compression scheme work in the tool?**
  
  The compactness of the trace representation is owning to several factors. First, bytecodes which do not correspond to memory access or control transfer are not traced. Second, the sequences of addresses used by memory access or control transfer bytecodes are stored separately. Since these sequences typically have high repetition of patterns, we exploit such repetition to save space. We modify a well-known lossless data compression algorithm called SEQUITUR [1] for this purpose. More technical details about this tool have been discussed in our paper [3].

- **Are there similar tools available?**
  
  To the best of our knowledge, there is no other dynamic slicing tool available for Java. If you are interested, you can find static slicing tools for C and Java here.
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LATEST NEWS
31 March 2016
A new version 1.5.1 of GZoltar's lib has now been released and it can be found here. The new version includes...
• But there is not so much use of these tools in practice
• Mainly research oriented

• But why?
Why are there not so many tools?

• Adaptation effort
  • “Every programming language is different”

• Maybe they are not so useful
  • Programmers know their code well (during development)
  • Quick response required
  • User interface should be well adapted
But there are niches!

• End user programming
  • Testing & debugging for spreadsheets

• Debugging support for nightly builds
  • Who to blame?

• Debugging support for maintenance
  • Who to blame?
  • Support programmer

• Teaching programming ako Tutoring Systems